Binary Tree Data Structure

[**Data Structure and Algorithms Course**](https://practice.geeksforgeeks.org/courses/dsa-self-paced?utm_source=gfg&utm_medium=header+link+click&utm_campaign=dsa+course+tracker&utm_term=dsa+course+promo&utm_content=binary-tree-lp)

[**Practice Problems on Binary Tree !**](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions&utm_source=gfg&utm_medium=header+link+click&utm_campaign=practice+tracker&utm_term=practice+promo&utm_content=binary-tree-lp)

[**Recent Articles on Binary Tree !**](https://www.geeksforgeeks.org/tag/binary-tree/?utm_source=gfg&utm_medium=header+link+click&utm_campaign=recent+article+tracker&utm_term=recent+article+tracker&utm_content=binary-tree-lp)

[**What is Binary Tree Data Structure?**](https://www.geeksforgeeks.org/introduction-to-binary-tree-data-structure-and-algorithm-tutorials/)

*Binary Tree is defined as a tree data structure where each node has at most 2 children. Since each element in a binary tree can have only 2 children, we typically name them the left and right child.*
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**Binary Tree Representation**

A Binary tree is represented by a pointer to the topmost node (commonly known as the “root”) of the tree. If the tree is empty, then the value of the root is NULL. Each node of a Binary Tree contains the following parts:

1. Data
2. Pointer to left child
3. Pointer to right child

**Basic Operation On Binary Tree:**

* Inserting an element.
* Removing an element.
* Searching for an element.
* Traversing the tree.

**Auxiliary Operation On Binary Tree:**

* Finding the height of the tree
* Find the level of a node of the tree
* Finding the size of the entire tree.

**Topic :**

* [Introduction](https://www.geeksforgeeks.org/binary-tree-data-structure/?ref=ghm#Introduction)
* [Basic Operation](https://www.geeksforgeeks.org/binary-tree-data-structure/?ref=ghm#basicop)
* [Traversals](https://www.geeksforgeeks.org/binary-tree-data-structure/?ref=ghm#traversals)
* [Standard Problems on Binary Trees](https://www.geeksforgeeks.org/binary-tree-data-structure/?ref=ghm#standard)

**Introduction :**

1. [Introduction to Binary Tree – Data Structure and Algorithm Tutorials](https://www.geeksforgeeks.org/introduction-to-binary-tree-data-structure-and-algorithm-tutorials/)
2. [Properties of Binary Tree](https://www.geeksforgeeks.org/binary-tree-set-2-properties/)
3. [Types of Binary Tree](https://www.geeksforgeeks.org/binary-tree-set-3-types-of-binary-tree/)
4. [Applications, Advantages and Disadvantages of Binary Tree](https://www.geeksforgeeks.org/applications-advantages-and-disadvantages-of-binary-tree/)
5. [Binary Tree (Array implementation)](https://www.geeksforgeeks.org/binary-tree-array-implementation/)
6. [Complete Binary Tree](https://www.geeksforgeeks.org/complete-binary-tree/)
7. [Perfect Binary Tree](https://www.geeksforgeeks.org/perfect-binary-tree/)

**Basic Operations on Binary Tree:**

1. [Insertion in a Binary Tree](https://www.geeksforgeeks.org/insertion-binary-tree/)
2. [Deletion in a Binary Tree](https://www.geeksforgeeks.org/deletion-binary-tree/)
3. [Enumeration of Binary Trees](https://www.geeksforgeeks.org/enumeration-of-binary-trees/)
4. [Tree Traversals (Inorder, Preorder and Postorder)](https://www.geeksforgeeks.org/tree-traversals-inorder-preorder-and-postorder/)

**Some other important Binary Tree Traversals :**

1. [Level Order Tree Traversal](https://www.geeksforgeeks.org/level-order-tree-traversal/)
2. [Level order traversal in spiral form](https://www.geeksforgeeks.org/level-order-traversal-in-spiral-form/)
3. [Reverse Level Order Traversal](https://www.geeksforgeeks.org/reverse-level-order-traversal/)
4. [BFS vs DFS for Binary Tree](https://www.geeksforgeeks.org/bfs-vs-dfs-binary-tree/)
5. [Inorder Tree Traversal without Recursion](https://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/)
6. [Morris traversal for Preorder](https://www.geeksforgeeks.org/morris-traversal-for-preorder/)
7. [Iterative Preorder Traversal](https://www.geeksforgeeks.org/iterative-preorder-traversal/)
8. [Iterative Postorder Traversal Using Two Stacks](https://www.geeksforgeeks.org/iterative-postorder-traversal/)
9. [Diagonal Traversal of Binary Tree](https://www.geeksforgeeks.org/diagonal-traversal-of-binary-tree/)
10. [Boundary Traversal of binary tree](https://www.geeksforgeeks.org/boundary-traversal-of-binary-tree/)

[More >>](https://www.geeksforgeeks.org/binary-tree-data-structure/binary-tree-traversal/)

**Must solve Standard Problems on Binary Tree Data Structure:**

* **Easy**
  1. [Calculate depth of a full Binary tree from Preorder](https://www.geeksforgeeks.org/calculate-depth-full-binary-tree-preorder/)
  2. [Construct a tree from Inorder and Level order traversals](https://www.geeksforgeeks.org/construct-tree-inorder-level-order-traversals/)
  3. [Check if a given Binary Tree is SumTree](https://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-sumtree/)
  4. [Check if two nodes are cousins in a Binary Tree](https://www.geeksforgeeks.org/check-two-nodes-cousins-binary-tree/)
  5. [Check if removing an edge can divide a Binary Tree in two halves](https://www.geeksforgeeks.org/check-if-removing-an-edge-can-divide-a-binary-tree-in-two-halves/)
  6. [Check whether a given binary tree is perfect or not](https://www.geeksforgeeks.org/check-weather-given-binary-tree-perfect-not/)
  7. [Check if a Binary Tree contains duplicate subtrees of size 2 or more](https://www.geeksforgeeks.org/check-binary-tree-contains-duplicate-subtrees-size-2/)
  8. [Check if two trees are Mirror](https://www.geeksforgeeks.org/check-if-two-trees-are-mirror/)
  9. [Foldable Binary Trees](https://www.geeksforgeeks.org/foldable-binary-trees/)
  10. [Symmetric Tree (Mirror Image of itself)](https://www.geeksforgeeks.org/symmetric-tree-tree-which-is-mirror-image-of-itself/)
  11. [Write Code to Determine if Two Trees are Identical](https://www.geeksforgeeks.org/write-c-code-to-determine-if-two-trees-are-identical/)
  12. [Subtree with given sum in a Binary Tree](https://www.geeksforgeeks.org/subtree-given-sum-binary-tree/)
  13. [Succinct Encoding of Binary Tree](https://www.geeksforgeeks.org/succinct-encoding-of-binary-tree/)
  14. [Write a program to Calculate Size of a tree](https://www.geeksforgeeks.org/write-a-c-program-to-calculate-size-of-a-tree/)
  15. [Diameter of a Binary Tree](https://www.geeksforgeeks.org/diameter-of-a-binary-tree/)
  16. [Get Level of a node in a Binary Tree](https://www.geeksforgeeks.org/get-level-of-a-node-in-a-binary-tree/)
* **Medium**
  1. [Find all possible binary trees with given Inorder Traversal](https://www.geeksforgeeks.org/find-all-possible-trees-with-given-inorder-traversal/)
  2. [Populate Inorder Successor for all nodes](https://www.geeksforgeeks.org/populate-inorder-successor-for-all-nodes/)
  3. [Construct Complete Binary Tree from its Linked List Representation](https://www.geeksforgeeks.org/given-linked-list-representation-of-complete-tree-convert-it-to-linked-representation/)
  4. [Minimum swap required to convert binary tree to binary search tree](https://www.geeksforgeeks.org/minimum-swap-required-convert-binary-tree-binary-search-tree/)
  5. [Convert a given Binary Tree to Doubly Linked List | Set 1](https://www.geeksforgeeks.org/in-place-convert-a-given-binary-tree-to-doubly-linked-list/)
  6. [Convert a tree to forest of even nodes](https://www.geeksforgeeks.org/convert-tree-forest-even-nodes/)
  7. [Flip Binary Tree](https://www.geeksforgeeks.org/flip-binary-tree/)
  8. [Print root to leaf paths without using recursion](https://www.geeksforgeeks.org/print-root-leaf-path-without-using-recursion/)
  9. [Check if given Preorder, Inorder and Postorder traversals are of same tree](https://www.geeksforgeeks.org/check-if-given-preorder-inorder-and-postorder-traversals-are-of-same-tree/)
  10. [Check whether a given Binary Tree is Complete or not | Set 1 (Iterative Solution)](https://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-complete-tree-or-not/)
  11. [Check if a binary tree is subtree of another binary tree | Set 2](https://www.geeksforgeeks.org/check-binary-tree-subtree-another-binary-tree-set-2/)
  12. [Find largest subtree sum in a tree](https://www.geeksforgeeks.org/find-largest-subtree-sum-tree/)
  13. [Maximum sum of nodes in Binary tree such that no two are adjacent](https://www.geeksforgeeks.org/maximum-sum-nodes-binary-tree-no-two-adjacent/)
  14. [Lowest Common Ancestor in a Binary Tree | Set 1](https://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/)
  15. [Height of a generic tree from parent array](https://www.geeksforgeeks.org/height-generic-tree-parent-array/)
  16. [Find distance between two given keys of a Binary Tree](https://www.geeksforgeeks.org/find-distance-two-given-nodes/)
* **Hard**
  1. [Modify a binary tree to get Preorder traversal using right pointers only](https://www.geeksforgeeks.org/modify-binary-tree-get-preorder-traversal-using-right-pointers/)
  2. [Construct Full Binary Tree using its Preorder traversal and Preorder traversal of its mirror tree](https://www.geeksforgeeks.org/construct-full-binary-tree-using-preorder-traversal-preorder-traversal-mirror-tree/)
  3. [Construct a special tree from given preorder traversal](https://www.geeksforgeeks.org/construct-a-special-tree-from-given-preorder-traversal/)
  4. [Construct tree from ancestor matrix](https://www.geeksforgeeks.org/construct-tree-from-ancestor-matrix/)
  5. [Construct the full k-ary tree from its preorder traversal](https://www.geeksforgeeks.org/construct-full-k-ary-tree-preorder-traversal/)
  6. [Construct Binary Tree from String with bracket representation](https://www.geeksforgeeks.org/construct-binary-tree-string-bracket-representation/)
  7. [Convert a Binary Tree into Doubly Linked List in spiral fashion](https://www.geeksforgeeks.org/convert-a-binary-tree-into-doubly-linked-list-in-spiral-fashion/)
  8. [Convert a Binary Tree to a Circular Doubly Link List](https://www.geeksforgeeks.org/convert-a-binary-tree-to-a-circular-doubly-link-list/)
  9. [Convert Ternary Expression to a Binary Tree](https://www.geeksforgeeks.org/convert-ternary-expression-binary-tree/)
  10. [Check if there is a root to leaf path with given sequence](https://www.geeksforgeeks.org/check-root-leaf-path-given-sequence/)
  11. [Remove all nodes which don’t lie in any path with sum>= k](https://www.geeksforgeeks.org/remove-all-nodes-which-lie-on-a-path-having-sum-less-than-k/)
  12. [Maximum spiral sum in Binary Tree](https://www.geeksforgeeks.org/maximum-spiral-sum-in-binary-tree/)
  13. [Sum of nodes at k-th level in a tree represented as string](https://www.geeksforgeeks.org/sum-nodes-k-th-level-tree-represented-string/)
  14. [Sum of all the numbers that are formed from root to leaf paths](https://www.geeksforgeeks.org/sum-numbers-formed-root-leaf-paths/)
  15. [Merge Two Binary Trees by doing Node Sum (Recursive and Iterative)](https://www.geeksforgeeks.org/merge-two-binary-trees-node-sum/)
  16. [Find root of the tree where children id sum for every node is given](https://www.geeksforgeeks.org/find-root-tree-children-id-sum-every-node-given/)

**Quick Links :**

* [‘Practice Problems’ on Trees](https://practice.geeksforgeeks.org/topics/Tree/)
* [‘Quizzes’ on Binary Trees](https://www.geeksforgeeks.org/data-structure-gq/binary-trees-gq/)
* [‘Videos’ on Trees](https://www.youtube.com/watch?v=IpyCqRmaKW4&list=PLqM7alHXFySHCXD7r1J0ky9Zg_GBB1dbk)

**Calculate depth of a full Binary tree from Preorder**

Given preorder of a binary tree, calculate its [depth(or height)](https://www.geeksforgeeks.org/write-a-c-program-to-find-the-maximum-depth-or-height-of-a-tree/) [starting from depth 0]. The preorder is given as a string with two possible characters.

1. ‘l’ denotes the leaf
2. ‘n’ denotes internal node

The given tree can be seen as a full binary tree where every node has 0 or two children. The two children of a node can ‘n’ or ‘l’ or mix of both.

**Examples :**

Input : nlnll  
Output : 2  
Explanation :
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Input : nlnnlll  
Output : 3
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[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

Preorder of the binary tree is given so traverse

Also, we would be given a string of char (formed of ‘n’ and ‘l’), so there is no need to implement tree also.

The recursion function would be:

1. Base Case: return 0; when tree[i] = ‘l’ or i >= strlen(tree)
2. find\_depth( tree[i++] ) //left subtree
3. find\_depth( tree[i++] ) //right subtree

Where i is the index of the string tree.

**Implementation:**

#Python program to find height of full binary tree

# using preorder

# function to return max of left subtree height

# or right subtree height

**def** findDepthRec(tree, n, index) :

**if** (index[0] >**=** n **or** tree[index[0]] **==** 'l'):

**return** 0

    # calc height of left subtree (In preorder

    # left subtree is processed before right)

    index[0] **+=** 1

    left **=** findDepthRec(tree, n, index)

    # calc height of right subtree

    index[0] **+=** 1

    right **=** findDepthRec(tree, n, index)

**return** (max(left, right) **+** 1)

# Wrapper over findDepthRec()

**def** findDepth(tree, n) :

    index **=** [0]

**return** findDepthRec(tree, n, index)

# Driver program to test above functions

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    tree**=** "nlnnlll"

    n **=** len(tree)

    print(findDepth(tree, n))

# This code is contributed by SHUBHAMSINGH10

**Output**

3

**Time Complexity: O(N)**

**Auxiliary Space: O(1)**

*From <*[*https://www.geeksforgeeks.org/calculate-depth-full-binary-tree-preorder/*](https://www.geeksforgeeks.org/calculate-depth-full-binary-tree-preorder/)*>*

**Construct a tree from Inorder and Level order traversals | Set 1**

1. Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
2. Last Updated : 26 Jul, 2022
3. Read
4. Discuss(120)
5. Courses
6. Practice
7. Video

Given inorder and level-order traversals of a Binary Tree, construct the Binary Tree. Following is an example to illustrate the problem.
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Input: Two arrays that represent Inorder  
 and level order traversals of a   
 Binary Tree  
in[] = {4, 8, 10, 12, 14, 20, 22};  
level[] = {20, 8, 22, 4, 12, 10, 14};

Output: Construct the tree represented   
 by the two arrays.  
 For the above two arrays, the   
 constructed tree is shown in   
 the diagram on right side

*From <*[*https://www.geeksforgeeks.org/construct-tree-inorder-level-order-traversals/*](https://www.geeksforgeeks.org/construct-tree-inorder-level-order-traversals/)*>*

**Check if a given Binary Tree is SumTree**

Write a function that returns true if the given Binary Tree is SumTree else false. A SumTree is a Binary Tree where the value of a node is equal to the sum of the nodes present in its left subtree and right subtree. An empty tree is SumTree and the sum of an empty tree can be considered as 0. A leaf node is also considered as SumTree.

Following is an example of SumTree.

26  
 / \  
 10 3  
 / \ \  
 4 6 3

Recommended Problem

Sum Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Adobe](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Adobe&sortBy=submissions)

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

+3 more

[Solve Problem](https://practice.geeksforgeeks.org/problems/sum-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 1.5L

**Method 1 (Simple)**

Get the sum of nodes in the left subtree and right subtree. Check if the sum calculated is equal to the root’s data. Also, recursively check if the left and right subtrees are SumTrees.

1. C++
2. C
3. Java
4. Python3
5. C#
6. Javascript

# Python3 program to implement

# the above approach

# A binary tree node has data,

# left child and right child

**class** node:

**def** \_\_init\_\_(self, x):

        self.data **=** x

        self.left **=** None

        self.right **=** None

# A utility function to get the sum

# of values in tree with root as root

**def** sum(root):

**if**(root **==** None):

**return** 0

**return** (sum(root.left) **+**

            root.data **+**

            sum(root.right))

# returns 1 if sum property holds

# for the given node and both of

# its children

**def** isSumTree(node):

    # ls, rs

    # If node is None or it's a leaf

    # node then return true

**if**(node **==** None **or**

      (node.left **==** None **and**

       node.right **==** None)):

**return** 1

    # Get sum of nodes in left and

    # right subtrees

    ls **=** sum(node.left)

    rs **=** sum(node.right)

    # if the node and both of its children

    # satisfy the property return 1 else 0

**if**((node.data **==** ls **+** rs) **and**

        isSumTree(node.left) **and**

        isSumTree(node.right)):

**return** 1

**return** 0

# Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** node(26)

    root.left**=** node(10)

    root.right **=** node(3)

    root.left.left **=** node(4)

    root.left.right **=** node(6)

    root.right.right **=** node(3)

**if**(isSumTree(root)):

**print**("The given tree is a SumTree ")

**else**:

**print**("The given tree is not a SumTree ")

# This code is contributed by Mohit Kumar 29

**Output**

The given tree is a SumTree

**Time Complexity:** O(n2) in the worst case. The worst-case occurs for a skewed tree.

**Auxiliary Space:** O(n) for stack space

**Method 2 (Tricky)**

Method 1 uses sum() to get the sum of nodes in left and right subtrees. Method 2 uses the following rules to get the sum directly.

1) If the node is a leaf node then the sum of the subtree rooted with this node is equal to the value of this node.

2) If the node is not a leaf node then the sum of the subtree rooted with this node is twice the value of this node (Assuming that the tree rooted with this node is SumTree).

1. C++
2. C
3. Java
4. Python3
5. C#
6. Javascript

# Python3 program to check if

# Binary tree is sum tree or not

# A binary tree node has data,

# left child and right child

**class** node:

**def** \_\_init\_\_(self, x):

        self.data **=** x

        self.left **=** None

        self.right **=** None

**def** isLeaf(node):

**if**(node **==** None):

**return** 0

**if**(node.left **==** None **and** node.right **==** None):

**return** 1

**return** 0

# A utility function to get the sum

# of values in tree with root as root

**def** sum(root):

**if**(root **==** None):

**return** 0

**return** (sum(root.left) **+**

            root.data **+**

            sum(root.right))

# returns 1 if SumTree property holds

# for the given tree

**def** isSumTree(node):

    # If node is None or

    # it's a leaf node then return true

**if**(node **==** None **or** isLeaf(node)):

**return** 1

**if**(isSumTree(node.left) **and** isSumTree(node.right)):

        # Get the sum of nodes in left subtree

**if**(node.left **==** None):

            ls **=** 0

**elif**(isLeaf(node.left)):

            ls **=** node.left.data

**else**:

            ls **=** 2 **\*** (node.left.data)

        # Get the sum of nodes in right subtree

**if**(node.right **==** None):

            rs **=** 0

**elif**(isLeaf(node.right)):

            rs **=** node.right.data

**else**:

            rs **=** 2 **\*** (node.right.data)

        # If root's data is equal to sum of nodes

        # in left and right subtrees then return 1

        # else return 0

**return**(node.data **==** ls **+** rs)

**return** 0

# Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** node(26)

    root.left **=** node(10)

    root.right **=** node(3)

    root.left.left **=** node(4)

    root.left.right **=** node(6)

    root.right.right **=** node(3)

**if**(isSumTree(root)):

        print("The given tree is a SumTree ")

**else**:

        print("The given tree is not a SumTree ")

# This code is contributed by kirtishsurangalikar

**Output:**

The given tree is a SumTree

**Time Complexity:** O(n)

**Auxiliary Space:**O(n)

**Method 3**

1. Similar to postorder traversal iteratively find the sum in each step
2. Return left + right + current data if left + right is equal to current node data
3. Else return -1

* C++
* C++14
* Java
* Python3
* C#
* Javascript

# Python3 program to check if

# Binary tree is sum tree or not

# A binary tree node has data,

# left child and right child

**class** node:

**def** \_\_init\_\_(self, x):

        self.data **=** x

        self.left **=** None

        self.right **=** None

**def** isLeaf(node):

**if**(node **==** None):

**return** 0

**if**(node.left **==** None **and** node.right **==** None):

**return** 1

**return** 0

# returns data if SumTree property holds for the given

#    tree else return -1

**def** isSumTree(node):

**if**(node **==** None):

**return** 0

    ls **=** isSumTree(node.left)

**if**(ls **== -**1):            #To stop for further traversal of tree if found not sumTree

**return -**1

    rs **=** isSumTree(node.right)

**if**(rs **== -**1):            #To stop for further traversal of tree if found not sumTree

**return -**1

**if**(isLeaf(node) **or** ls **+** rs **==** node.data):

**return** ls **+** rs **+** node.data

**else**:

**return -**1

# Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** node(26)

    root.left **=** node(10)

    root.right **=** node(3)

    root.left.left **=** node(4)

    root.left.right **=** node(6)

    root.right.right **=** node(3)

**if**(isSumTree(root)):

        print("The given tree is a SumTree ")

**else**:

**print**("The given tree is not a SumTree ")

# This code is contributed by Mugunthan

**Time Complexity:** O(n), since each element is traversed only once

**Auxiliary Space:**O(n), due to recursive stack space

*From <*[*https://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-sumtree/*](https://www.geeksforgeeks.org/check-if-a-given-binary-tree-is-sumtree/)*>*

**Check if two nodes are cousins in a Binary Tree**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 23 Jun, 2022
* Read
* Discuss(130+)
* Courses
* Practice
* Video

Given the binary Tree and the two nodes say ‘a’ and ‘b’, determine whether the two nodes are cousins of each other or not.

Two nodes are cousins of each other if they are at same level and have different parents.

**Example:**

6  
 / \  
 3 5  
 / \ / \  
7 8 1 3  
Say two node be 7 and 1, result is TRUE.  
Say two nodes are 3 and 5, result is FALSE.  
Say two nodes are 7 and 5, result is FALSE.

Recommended Problem

Check if two Nodes are Cousins

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

[D-E-Shaw](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=D-E-Shaw&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/check-if-two-nodes-are-cousins/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 30.3K

The idea is to find level of one of the nodes. Using the found level, check if ‘a’ and ‘b’ are at this level. If ‘a’ and ‘b’ are at given level, then finally check if they are not children of same parent.

Following is the implementation of the above approach.

* C++
* C
* Java
* Python3
* C#
* Javascript

# Python program to check if two nodes in a binary

# tree are cousins

# A Binary Tree Node

**class** Node:

    # Constructor to create a new Binary Tree

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** None

        self.right **=** None

**def** isSibling(root, a , b):

    # Base Case

**if** root **is** None:

**return** 0

**return** ((root.left **==** a **and** root.right **==**b) **or**

            (root.left **==** b **and** root.right **==** a)**or**

            isSibling(root.left, a, b) **or**

            isSibling(root.right, a, b))

# Recursive function to find level of Node 'ptr' in

# a binary tree

**def** level(root, ptr, lev):

    # Base Case

**if** root **is** None :

**return** 0

**if** root **==** ptr:

**return** lev

    # Return level if Node is present in left subtree

    l **=** level(root.left, ptr, lev**+**1)

**if** l !**=** 0:

**return** l

    # Else search in right subtree

**return** level(root.right, ptr, lev**+**1)

# Returns 1 if a and b are cousins, otherwise 0

**def** isCousin(root,a, b):

    # 1. The two nodes should be on the same level in

    # the binary tree

    # The two nodes should not be siblings(means that

    # they should not have the same parent node

**if** ((level(root,a,1) **==** level(root, b, 1)) **and**

**not** (isSibling(root, a, b))):

**return** 1

**else**:

**return** 0

# Driver program to test above function

root **=** Node(1)

root.left **=** Node(2)

root.right **=** Node(3)

root.left.left **=** Node(4)

root.left.right **=** Node(5)

root.left.right.right **=** Node(15)

root.right.left **=** Node(6)

root.right.right **=** Node(7)

root.right.left.right **=** Node(8)

node1 **=** root.left.right

node2 **=** root.right.right

print ("Yes" **if** isCousin(root, node1, node2) **==** 1 **else** "No")

# This code is contributed by Nikhil Kumar Singh(nickzuck\_007)

**Output**

Yes

**Time Complexity** of the above solution is O(n) as it does at most three traversals of binary tree.

**Space complexity**: O(n) for call stack since using recursion

*From <*[*https://www.geeksforgeeks.org/check-two-nodes-cousins-binary-tree/*](https://www.geeksforgeeks.org/check-two-nodes-cousins-binary-tree/)*>*

**Check if removing an edge can divide a Binary Tree in two halves**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 30 Jun, 2022
* Read
* Discuss(30)
* Courses
* Practice
* Video

Given a Binary Tree, find if there exists an edge whose removal creates two trees of equal size.

**Examples:**

Input : root of following tree  
 5  
 / \  
 1 6   
 / / \  
 3 7 4  
Output : true  
Removing edge 5-6 creates two trees of equal size

Input : root of following tree  
 5  
 / \  
 1 6   
 / \  
 7 4  
 / \ \  
 3 2 8  
Output : false  
There is no edge whose removal creates two trees  
of equal size.

Source- Kshitij IIT KGP

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

**Method 1 (Simple):**First count number of nodes in whole tree. Let count of all nodes be n. Now traverse tree and for every node, find size of subtree rooted with this node. Let the subtree size be s. If n-s is equal to s, then return true, else false.

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to check if there

# exist an edge whose removal creates

# two trees of same size

# utility function to create a new node

**class** newNode:

**def** \_\_init\_\_(self, x):

        self.data **=** x

        self.left **=** self.right **=** None

# To calculate size of tree

# with given root

**def** count(root):

**if** (root **==** None):

**return** 0

**return** (count(root.left) **+**

            count(root.right) **+** 1)

# This function returns true if there

# is an edge whose removal can divide

# the tree in two halves n is size of tree

**def** checkRec(root, n):

    # Base cases

**if** (root **==** None):

**return** False

    # Check for root

**if** (count(root) **==** n **-** count(root)):

**return** True

    # Check for rest of the nodes

**return** (checkRec(root.left, n) **or**

            checkRec(root.right, n))

# This function mainly uses checkRec()

**def** check(root):

    # Count total nodes in given tree

    n **=** count(root)

    # Now recursively check all nodes

**return** checkRec(root, n)

# Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** newNode(5)

    root.left **=** newNode(1)

    root.right **=** newNode(6)

    root.left.left **=** newNode(3)

    root.right.left **=** newNode(7)

    root.right.right **=** newNode(4)

**if** check(root):

        print("YES")

**else**:

**print**("NO")

# This code is contributed by PranchalK

**Output**

YES

**Time complexity:** **O(n2)** where n is number of nodes in given Binary Tree.

**Auxiliary Space: O(n)** for call stack since using recursion, where n is no of nodes in binary tree

**Method 2 (Efficient):**We can find the solution in O(n) time. The idea is to traverse tree in bottom up manner and while traversing keep updating size and keep checking if there is a node that follows the required property.

Below is the implementation of above idea.

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to check if there exist

# an edge whose removal creates two trees

# of same size

**class** Node:

**def** \_\_init\_\_(self, x):

        self.key **=** x

        self.left **=** None

        self.right **=** None

# To calculate size of tree with

# given root

**def** count(node):

**if** (node **==** None):

**return** 0

**return** (count(node.left) **+**

            count(node.right) **+** 1)

# This function returns size of tree rooted

# with given root. It also set "res" as true

# if there is an edge whose removal divides

# tree in two halves.n is size of tree

**def** checkRec(root, n):

**global** res

    # Base case

**if** (root **==** None):

**return** 0

    # Compute sizes of left and right children

    c **=** (checkRec(root.left, n) **+** 1 **+**

         checkRec(root.right, n))

    # If required property is true for

    # current node set "res" as true

**if** (c **==** n **-** c):

        res **=** True

    # Return size

**return** c

# This function mainly uses checkRec()

**def** check(root):

    # Count total nodes in given tree

    n **=** count(root)

    # Initialize result and recursively

    # check all nodes

    # bool res = false;

    checkRec(root, n)

# Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    res **=** False

    root **=** Node(5)

    root.left **=** Node(1)

    root.right **=** Node(6)

    root.left.left **=** Node(3)

    root.right.left **=** Node(7)

    root.right.right **=** Node(4)

    check(root)

**if** res:

**print**("YES")

**else**:

**print**("NO")

# This code is contributed by mohit kumar 29

**Output**

YES

**Time Complexity: O(n)**

**Auxiliary Space:  O(n)**

*From <*[*https://www.geeksforgeeks.org/check-if-removing-an-edge-can-divide-a-binary-tree-in-two-halves/*](https://www.geeksforgeeks.org/check-if-removing-an-edge-can-divide-a-binary-tree-in-two-halves/)*>*

**Check whether a given binary tree is perfect or not**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 12 Jul, 2022
* Read
* Discuss(20+)
* Courses
* Practice
* Video

Given a Binary Tree, write a function to check whether the given Binary Tree is a perfect Binary Tree or not.

A Binary tree is [Perfect Binary Tree](https://www.geeksforgeeks.org/binary-tree-set-3-types-of-binary-tree/) in which all internal nodes have two children and all leaves are at same level.

**Examples:**

The following tree is a perfect binary tree

10  
 / \   
 20 30   
 / \ / \  
 40 50 60 70

18  
 / \   
 15 30

The following tree is **not** a perfect binary tree

1  
 / \  
 2 3  
 \ / \   
 4 5 6

Recommended Problem

Perfect Binary Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[FactSet](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=FactSet&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/perfect-binary-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 12.2K

A [Perfect Binary Tree](https://www.geeksforgeeks.org/binary-tree-set-3-types-of-binary-tree/)of height h (where height is number of nodes on path from root to leaf) has 2h – 1 nodes.

Below is an idea to check whether a given Binary Tree is perfect or not.

1. Find depth of any node (in below tree we find depth of leftmost node). Let this depth be d.
2. Now recursively traverse the tree and check for following two conditions.

* Every internal node should have both children non-empty
* All leaves are at depth ‘d’

**Implementation:**

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to check whether a

# given Binary Tree is Perfect or not

# Helper class that allocates a new

# node with the given key and None

# left and right pointer.

**class** newNode:

**def** \_\_init\_\_(self, k):

        self.key **=** k

        self.right **=** self.left **=** None

# Returns depth of leftmost leaf.

**def** findADepth(node):

    d **=** 0

**while** (node !**=** None):

        d **+=** 1

        node **=** node.left

**return** d

# This function tests if a binary tree

# is perfect or not. It basically checks

# for two things :

# 1) All leaves are at same level

# 2) All internal nodes have two children

**def** isPerfectRec(root, d, level **=** 0):

    # An empty tree is perfect

**if** (root **==** None):

**return** True

    # If leaf node, then its depth must

    # be same as depth of all other leaves.

**if** (root.left **==** None **and** root.right **==** None):

**return** (d **==** level **+** 1)

    # If internal node and one child is empty

**if** (root.left **==** None **or** root.right **==** None):

**return** False

    # Left and right subtrees must be perfect.

**return** (isPerfectRec(root.left, d, level **+** 1) **and**

            isPerfectRec(root.right, d, level **+** 1))

# Wrapper over isPerfectRec()

**def** isPerfect(root):

    d **=** findADepth(root)

**return** isPerfectRec(root, d)

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** None

    root **=** newNode(10)

    root.left **=** newNode(20)

    root.right **=** newNode(30)

    root.left.left **=** newNode(40)

    root.left.right **=** newNode(50)

    root.right.left **=** newNode(60)

    root.right.right **=** newNode(70)

**if** (isPerfect(root)):

**print**("Yes")

**else**:

**print**("No")

# This code is contributed by pranchalK

**Output**

Yes

**Complexity Analysis:**

* **Time complexity:** **O(n)**
* **Space Complexity: O(n)**

**Method 2: Using the length of the binary tree**

Since a full binary tree has 2^h – 1 nodes, we can count the number of nodes in the binary tree and determine whether it is a power of 2 or not.

To efficiently determine whether it is a power of 2 or not, we can use bitwise operation x & (x+1) == 0

**Implementation:**

* C++
* Java
* Python3
* Javascript

# Python3 program to check whether a

# given Binary Tree is Perfect or not

# Helper class that allocates a new

# node with the given key and None

# left and right pointer.

**class** newNode:

**def** \_\_init\_\_(self, k):

        self.key **=** k

        self.right **=** self.left **=** None

#This functions gets the size of binary tree

#Basically, the number of nodes this binary tree has

**def** getLength(root):

**if** root **==** None:

**return** 0

**return** 1 **+** getLength(root.left) **+** getLength(root.right)

#Returns True if length of binary tree is a power of 2 else False

**def** isPerfect(root):

  length **=** getLength(root)

**return** length & (length**+**1) **==** 0

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** None

    root **=** newNode(10)

    root.left **=** newNode(20)

    root.right **=** newNode(30)

    root.left.left **=** newNode(40)

    root.left.right **=** newNode(50)

    root.right.left **=** newNode(60)

    root.right.right **=** newNode(70)

**if** (isPerfect(root)):

**print**("Yes")

**else**:

        print("No")

# This code is contributed by beardedowl

**Output**

No

**Complexity Analysis:**

* **Time Complexity: O(n)**
* **Space Complexity:O(n)**

*From <*[*https://www.geeksforgeeks.org/check-weather-given-binary-tree-perfect-not/*](https://www.geeksforgeeks.org/check-weather-given-binary-tree-perfect-not/)*>*

**Check if a Binary Tree contains duplicate subtrees of size 2 or more**

* Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
* Last Updated : 23 Dec, 2022
* Read
* Discuss(50+)
* Courses
* Practice
* Video

Given a Binary Tree, check whether the Binary tree contains a duplicate sub-tree of size 2 or more.

Note : Two same leaf nodes are not considered as subtree size of a leaf node is one.

***Input :****Binary Tree*

*A*

*/    \*

*B        C*

*/   \       \*

*D     E       B*

*/  \*

*D    E*

***Output :****Yes*

Asked in : Google Interview

Recommended Problem

Duplicate subtree in Binary Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Google](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Google&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/duplicate-subtree-in-binary-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 44.7K
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**Tree with duplicate Sub-Tree [ highlight by blue color ellipse ]**

**[ Method 1]**

A simple solution is that, we pick every node of tree and try to find is any sub-tree of given tree is present in tree which is identical with that sub-tree. Here we can use below post to find if a subtree is present anywhere else in tree.

[Check if a binary tree is subtree of another binary tree](https://www.geeksforgeeks.org/check-if-a-binary-tree-is-subtree-of-another-binary-tree/)

**[Method 2 ]( Efficient solution )**

An Efficient solution based on [tree serialization](https://www.geeksforgeeks.org/serialize-deserialize-binary-tree/) and [hashing](https://www.geeksforgeeks.org/hashing-set-1-introduction/). The idea is to serialize subtrees as strings and store the strings in hash table. Once we find a serialized tree (which is not a leaf) already existing in hash-table, we return true.

Below The implementation of above idea.

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to find if there is

# a duplicate sub-tree of size 2 or more

# Separator node

MARKER **=** '$'

# Structure for a binary tree node

**class** Node:

**def** \_\_init\_\_(self, x):

        self.key **=** x

        self.left **=** None

        self.right **=** None

subtrees **=** {}

# This function returns empty if tree

# contains a duplicate subtree of size

# 2 or more.

**def** dupSubUtil(root):

**global** subtrees

    s **=** ""

    # If current node is None, return marker

**if** (root **==** None):

**return** s **+** MARKER

    # If left subtree has a duplicate subtree.

    lStr **=** dupSubUtil(root.left)

**if** (s **in** lStr):

**return** s

    # Do same for right subtree

    rStr **=** dupSubUtil(root.right)

**if** (s **in** rStr):

**return** s

    # Serialize current subtree

    s **=** s **+** root.key **+** lStr **+** rStr

    # If current subtree already exists in hash

    # table. [Note that size of a serialized tree

    # with single node is 3 as it has two marker

    # nodes.

**if** (len(s) > 3 **and** s **in** subtrees):

**return** ""

    subtrees[s] **=** 1

**return** s

# Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** Node('A')

    root.left **=** Node('B')

    root.right **=** Node('C')

    root.left.left **=** Node('D')

    root.left.right **=** Node('E')

    root.right.right **=** Node('B')

    root.right.right.right **=** Node('E')

    root.right.right.left**=** Node('D')

    str **=** dupSubUtil(root)

**if** "" **in** str:

**print**(" Yes ")

**else**:

**print**(" No ")

# This code is contributed by mohit kumar 29

**Output**

Yes

**Time Complexity: O(n)**

**Space Complexity: O(n)**

*From <*[*https://www.geeksforgeeks.org/check-binary-tree-contains-duplicate-subtrees-size-2/*](https://www.geeksforgeeks.org/check-binary-tree-contains-duplicate-subtrees-size-2/)*>*

**Check if two trees are Mirror**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 01 Jul, 2022
* Read
* Discuss(20+)
* Courses
* Practice
* Video

Given two Binary Trees, write a function that returns true if two trees are mirror of each other, else false. For example, the function should return true for following input trees.
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[Recommended: Please solve it on “***PRACTICE*** ” first, before moving on to the solution.](https://practice.geeksforgeeks.org/problems/check-mirror-in-n-ary-tree/0)

This problem is different from the problem discussed [here](https://www.geeksforgeeks.org/write-an-efficient-c-function-to-convert-a-tree-into-its-mirror-tree/).

For two trees ‘a’ and ‘b’ to be mirror images, the following three conditions must be true:

1. Their root node’s key must be same
2. Left subtree of root of ‘a’ and right subtree root of ‘b’ are mirror.
3. Right subtree of ‘a’ and left subtree of ‘b’ are mirror.

Below is implementation of above idea.

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to check if two

# trees are mirror of each other

# A binary tree node

**class** Node:

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** None

        self.right **=** None

# Given two trees, return true

# if they are mirror of each other

**def** areMirror(a, b):

    # Base case : Both empty

**if** a **is** None **and** b **is** None:

**return** True

    # If only one is empty

**if** a **is** None **or** b **is** None:

**return** False

    # Both non-empty, compare them

    # recursively. Note that in

    # recursive calls, we pass left

    # of one tree and right of other tree

**return** (a.data **==** b.data **and**

            areMirror(a.left, b.right) **and**

            areMirror(a.right , b.left))

# Driver code

root1 **=** Node(1)

root2 **=** Node(1)

root1.left **=** Node(2)

root1.right **=** Node(3)

root1.left.left **=** Node(4)

root1.left.right **=** Node(5)

root2.left **=** Node(3)

root2.right **=** Node(2)

root2.right.left **=** Node(5)

root2.right.right **=** Node(4)

**if** areMirror(root1, root2):

**print** ("Yes")

**else**:

**print** ("No")

# This code is contributed by AshishR

**Output**

Yes

**Time Complexity:** O(n)

**Auxiliary Space:**O(h) where h is height of binary tree

*From <*[*https://www.geeksforgeeks.org/check-if-two-trees-are-mirror/*](https://www.geeksforgeeks.org/check-if-two-trees-are-mirror/)*>*

**Foldable Binary Trees**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 13 Dec, 2022
* Read
* Discuss(100+)
* Courses
* Practice
* Video

Given a binary tree, find out if the tree can be folded or not. A tree can be folded if the left and right subtrees of the tree are structure-wise mirror images of each other. An empty tree is considered foldable.

**Examples:**

***Input:***

*10*

*/     \*

*7      15*

*\     /*

*9  11*

***Output:****Can be folded*

***Input:***

*10*

*/  \*

*7   15*

*/    /*

*5   11*

***Output:****Cannot be folded*

Recommended Problem

Foldable Binary Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Expedia](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Expedia&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/foldable-binary-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 35K

**Foldable Binary Trees by Changing Left Subtree to its Mirror:**

*The idea is to change the left subtree to its mirror then check that left subtree with its right subtree.*

Follow the steps below to solve the problem:

1. If tree is empty, then return true.
2. Convert the left subtree to its mirror image
3. Check if the structure of left subtree and right subtree is same and store the result.

* res = isStructSame(root->left, root->right). **isStructSame()** recursively compares structures of two subtrees and returns true if structures are same

1. Revert the changes made in step (2) to get the original tree.
2. Return result res stored in step 3.

Below is the implementation of the above approach.

* C++
* C
* Java
* Python3
* C#
* Javascript

# Python3 program to check foldable binary tree

#  A binary tree node has data,

# pointer to left child and a

# pointer to right child

**class** newNode:

**def** \_\_init\_\_(self, d):

        self.data **=** d

        self.left **=** None

        self.right **=** None

# Returns true if the given

# tree is foldable

**def** isFoldable(node):

    # base case

**if** node **==** None:

**return** true

    # convert left subtree to its mirror

    mirror(node.left)

    # Compare the structures of the right subtree and mirrored

    # left subtree

    res **=** isStructSame(node.left, node.right)

    # Get the original tree back

    mirror(node.left)

**return** res

**def** isStructSame(a, b):

**if** a **==** None **and** b **==** None:

**return** True

**if** a !**=** None **and** b !**=** None **and** isStructSame(a.left, b.left) **and** isStructSame(a.right, b.right):

**return** True

**return** False

**def** mirror(node):

**if** node **==** None:

**return**

**else**:

        # do the subtrees

        mirror(node.left)

        mirror(node.right)

        # swap the pointers in this node

        temp **=** node.left

        node.left **=** node.right

        node.right **=** temp

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    '''

    The constructed binary tree is

             1

           /   \

          2     3

           \    /

            4  5

    '''

    root **=** newNode(1)

    root.left **=** newNode(2)

    root.right **=** newNode(3)

    root.right.left **=** newNode(4)

    root.left.right **=** newNode(5)

**if** isFoldable(root):

**print**("tree is foldable")

**else**:

**print**("Tree is not foldable")

**Output**

tree is foldable

**Time complexity:** O(N), Visiting all the nodes of the tree of size N.

**Auxiliary Space:** O(N), If stack space is considered else O(1)

Thanks to ajaym for suggesting this approach.

**Foldable Binary Trees by Checking if Left and Right subtrees are Mirror:**

*The idea is to check the left and right subtree whether they are mirror or not.*

Follow the steps below to solve the problem:

* If tree is empty then return true.
* Else check if left and right subtrees are structure wise mirrors of each other. Use utility function IsFoldableUtil(root->left, root->right) for this.
* Checks if n1 and n2 are mirror of each other.
* If both trees are empty then return true.
* If one of them is empty and other is not then return false.
* Return true if following conditions are met
* n1->left is mirror of n2->right
* n1->right is mirror of n2->left

Below is the implementation of the above approach.

* C++
* C
* Java
* Python3
* C#
* Javascript

# Python3 program to check

# foldable binary tree

# Utility function to create a new

# tree node

**class** newNode:

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** self.right **=** None

# Returns true if the given tree can be folded

**def** IsFoldable(root):

**if** (root **==** None):

**return** True

**return** IsFoldableUtil(root.left, root.right)

# A utility function that checks

# if trees with roots as n1 and n2

# are mirror of each other

**def** IsFoldableUtil(n1, n2):

    # If both left and right subtrees are NULL,

    # then return true

**if** n1 **==** None **and** n2 **==** None:

**return** True

    # If one of the trees is NULL and other is not,

    # then return false

**if** n1 **==** None **or** n2 **==** None:

**return** False

    # Otherwise check if left and

    # right subtrees are mirrors of

    # their counterparts

    d1 **=** IsFoldableUtil(n1.left, n2.right)

    d2 **=** IsFoldableUtil(n1.right, n2.left)

**return** d1 **and** d2

# Driver code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    """ The constructed binary tree is

    1

    / \

    2 3

    \ /

    4 5

"""

    root **=** newNode(1)

    root.left **=** newNode(2)

    root.right **=** newNode(3)

    root.left.right **=** newNode(4)

    root.right.left **=** newNode(5)

**if** IsFoldable(root):

**print**("tree is foldable")

**else**:

        print("tree is not foldable")

# This code is contributed by

# Anupam Baranwal(anupambaranwal)

**Output**

tree is foldable

**Time Complexity:** O(N), Visiting every node of the tree of size N.

**Auxiliary Space:** O(N), If stack space is considered

**Foldable Binary Trees using**[Breadth first Search](https://www.geeksforgeeks.org/breadth-first-search-or-bfs-for-a-graph/)**:**

*The idea is to use*[*Queue*](https://www.geeksforgeeks.org/queue-data-structure/)*for traversing the tree and using the*[*BFS*](https://www.geeksforgeeks.org/breadth-first-search-or-bfs-for-a-graph/)*approach.*

Follow the steps below to solve the problem:

* The left child of the left subtree = the right child of the right subtree. Both of them should be not null.
* The right child of the left subtree = left child of the right subtree. Both of them should be null or not null.

Below is the implementation of the above approach:

* C++
* Java
* Python3
* C#
* Javascript

# class to create a node with key, left child and right child.

**class** Node:

**def** \_\_init\_\_(self, key):

        self.key **=** key

        self.left **=** None

        self.right **=** None

# Function to find whether the tree is foldable

**def** isFoldable(root):

     # Queue to store visited nodes

    q **=** []

    # Initially add the left and right nodes of root

**if** root !**=** None:

        q.append(root.left)

        q.append(root.right)

**while** (len(q) !**=** 0):

        # Remove the front 2 nodes to

        # check for None condition

        p **=** q.pop(0)

        r **=** q.pop(0)

        # If both are None, continue and check

        # the further elements

**if** (p **==** None **and** r **==** None):

**continue**

        # If one of them is not None, then return False

**if** ((p **==** None **and** r !**=** None) **or** (p !**=** None **and** r **==** None)):

**return** False

        ''' Insert in the same order:

            1. left of left subtree

            2. right of right subtree

            3. right of left subtree

            4. left of right subtree

        '''

        q.append(p.left)

        q.append(r.right)

        q.append(p.right)

        q.append(r.left)

    # Only if the tree is foldable

**return** True

# Driver code

# Insert data into the tree

root **=** Node(1)

root.left **=** Node(2)

root.right **=** Node(3)

root.right.left **=** Node(4)

root.left.right **=** Node(5)

# Function call

**if** isFoldable(root):

    print("tree is foldable")

**else**:

**print**("tree is not foldable")

    # This code is contributed by mariuscristiancapatina

**Output**

tree is foldable

**Time complexity:** O(N), Visiting all the nodes of the tree of size N.

**Auxiliary Space:** O(N), Using queue for storing nodes

*From <*[*https://www.geeksforgeeks.org/foldable-binary-trees/*](https://www.geeksforgeeks.org/foldable-binary-trees/)*>*

**Symmetric Tree (Mirror Image of itself)**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 28 Jun, 2022
* Read
* Discuss(60+)
* Courses
* Practice
* Video

Given a binary tree, check whether it is a mirror of itself.

**For example,** this binary tree is symmetric:

1  
 / \  
 2 2  
 / \ / \  
3 4 4 3

But the following is not:  
 1  
 / \  
 2 2  
 \ \  
 3 3

Recommended Problem

Symmetric Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

[Microsoft](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Microsoft&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/symmetric-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 88.5K

The idea is to write a recursive function isMirror() that takes two trees as an argument and returns true if trees are the mirror and false if trees are not mirrored. The isMirror() function recursively checks two roots and subtrees under the root.

Below is the implementation of the above algorithm.

* C++14
* C
* Java
* Python3
* C#
* Javascript

# Python program to check if a

# given Binary Tree is symmetric or not

# Node structure

**class** Node:

    # Utility function to create new node

**def** \_\_init\_\_(self, key):

        self.key **=** key

        self.left **=** None

        self.right **=** None

# Returns True if trees

#with roots as root1 and root 2  are mirror

**def** isMirror(root1, root2):

    # If both trees are empty, then they are mirror images

**if** root1 **is** None **and** root2 **is** None:

**return** True

    """ For two trees to be mirror images,

        the following three conditions must be true

        1 - Their root node's key must be same

        2 - left subtree of left tree and right subtree

          of the right tree have to be mirror images

        3 - right subtree of left tree and left subtree

           of right tree have to be mirror images

    """

**if** (root1 **is not** None **and** root2 **is not** None):

**if** root1.key **==** root2.key:

**return** (isMirror(root1.left, root2.right)**and**

                    isMirror(root1.right, root2.left))

    # If none of the above conditions is true then root1

    # and root2 are not mirror images

**return** False

**def** isSymmetric(root):

    # Check if tree is mirror of itself

**return** isMirror(root, root)

# Driver Code

# Let's construct the tree show in the above figure

root **=** Node(1)

root.left **=** Node(2)

root.right **=** Node(2)

root.left.left **=** Node(3)

root.left.right **=** Node(4)

root.right.left **=** Node(4)

root.right.right **=** Node(3)

**print** ("Symmetric" **if** isSymmetric(root) **==** True **else** "Not symmetric")

# This code is contributed by Nikhil Kumar Singh(nickzuck\_007)

**Output**

Symmetric

**Time Complexity:**O(N)

**Auxiliary Space:**O(h) where h is the maximum height of the tree

*From <*[*https://www.geeksforgeeks.org/symmetric-tree-tree-which-is-mirror-image-of-itself/*](https://www.geeksforgeeks.org/symmetric-tree-tree-which-is-mirror-image-of-itself/)*>*

**Symmetric Tree (Mirror Image of itself)**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 28 Jun, 2022
* Read
* Discuss(60+)
* Courses
* Practice
* Video

Given a binary tree, check whether it is a mirror of itself.

**For example,** this binary tree is symmetric:

1  
 / \  
 2 2  
 / \ / \  
3 4 4 3

But the following is not:  
 1  
 / \  
 2 2  
 \ \  
 3 3

Recommended Problem

Symmetric Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

[Microsoft](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Microsoft&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/symmetric-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 88.5K

The idea is to write a recursive function isMirror() that takes two trees as an argument and returns true if trees are the mirror and false if trees are not mirrored. The isMirror() function recursively checks two roots and subtrees under the root.

Below is the implementation of the above algorithm.

* C++14
* C
* Java
* Python3
* C#
* Javascript

# Python program to check if a

# given Binary Tree is symmetric or not

# Node structure

**class** Node:

    # Utility function to create new node

**def** \_\_init\_\_(self, key):

        self.key **=** key

        self.left **=** None

        self.right **=** None

# Returns True if trees

#with roots as root1 and root 2  are mirror

**def** isMirror(root1, root2):

    # If both trees are empty, then they are mirror images

**if** root1 **is** None **and** root2 **is** None:

**return** True

    """ For two trees to be mirror images,

        the following three conditions must be true

        1 - Their root node's key must be same

        2 - left subtree of left tree and right subtree

          of the right tree have to be mirror images

        3 - right subtree of left tree and left subtree

           of right tree have to be mirror images

    """

**if** (root1 **is not** None **and** root2 **is not** None):

**if** root1.key **==** root2.key:

**return** (isMirror(root1.left, root2.right)**and**

                    isMirror(root1.right, root2.left))

    # If none of the above conditions is true then root1

    # and root2 are not mirror images

**return** False

**def** isSymmetric(root):

    # Check if tree is mirror of itself

**return** isMirror(root, root)

# Driver Code

# Let's construct the tree show in the above figure

root **=** Node(1)

root.left **=** Node(2)

root.right **=** Node(2)

root.left.left **=** Node(3)

root.left.right **=** Node(4)

root.right.left **=** Node(4)

root.right.right **=** Node(3)

**print** ("Symmetric" **if** isSymmetric(root) **==** True **else** "Not symmetric")

# This code is contributed by Nikhil Kumar Singh(nickzuck\_007)

**Output**

Symmetric

**Time Complexity:**O(N)

**Auxiliary Space:**O(h) where h is the maximum height of the tree

*From <*[*https://www.geeksforgeeks.org/symmetric-tree-tree-which-is-mirror-image-of-itself/*](https://www.geeksforgeeks.org/symmetric-tree-tree-which-is-mirror-image-of-itself/)*>*

**Subtree with given sum in a Binary Tree**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 13 Jul, 2022
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* Discuss
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* Video

You are given a binary tree and a given sum. The task is to check if there exists a subtree whose sum of all nodes is equal to the given sum.
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**Examples :**

*// For above tree*

***Input :****sum = 17*

***Output:****“Yes”*

*// sum of all nodes of subtree {3, 5, 9} = 17*

***Input :****sum = 11*

***Output:****“No”*

*// no subtree with given sum exist*

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The idea is to traverse the tree in a Postorder fashion because here we have to think bottom-up. First, calculate the sum of the left subtree then the right subtree, and check if **sum\_left + sum\_right + cur\_node = sum**is satisfying the condition that means any subtree with a given sum exists. Below is the recursive implementation of the algorithm.

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to find if there is a

# subtree with given sum

# Binary Tree Node

""" utility that allocates a newNode

with the given key """

**class** newnode:

    # Construct to create a newNode

**def** \_\_init\_\_(self, key):

        self.data **=** key

        self.left **=** None

        self.right **=** None

# function to check if there exist any

# subtree with given sum

# cur\_sum -. sum of current subtree

#            from ptr as root

# sum\_left -. sum of left subtree from

#             ptr as root

# sum\_right -. sum of right subtree

#              from ptr as root

**def** sumSubtreeUtil(ptr,cur\_sum,sum):

    # base condition

**if** (ptr **==** None):

        cur\_sum[0] **=** 0

**return** False

    # Here first we go to left sub-tree,

    # then right subtree then first we

    # calculate sum of all nodes of subtree

    # having ptr as root and assign it as cur\_sum

    # cur\_sum = sum\_left + sum\_right + ptr.data

    # after that we check if cur\_sum == sum

    sum\_left, sum\_right **=** [0], [0]

    x**=**sumSubtreeUtil(ptr.left, sum\_left, sum)

    y**=**sumSubtreeUtil(ptr.right, sum\_right, sum)

    cur\_sum[0] **=** (sum\_left[0] **+**

                  sum\_right[0] **+** ptr.data)

**return** ((x **or** y)**or** (cur\_sum[0] **==** sum))

# Wrapper over sumSubtreeUtil()

**def** sumSubtree(root, sum):

    # Initialize sum of subtree with root

    cur\_sum **=** [0]

**return** sumSubtreeUtil(root, cur\_sum, sum)

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    root **=** newnode(8)

    root.left **=** newnode(5)

    root.right **=** newnode(4)

    root.left.left **=** newnode(9)

    root.left.right **=** newnode(7)

    root.left.right.left **=** newnode(1)

    root.left.right.right **=** newnode(12)

    root.left.right.right.right **=** newnode(2)

    root.right.right **=** newnode(11)

    root.right.right.left **=** newnode(3)

    sum **=** 22

**if** (sumSubtree(root, sum)) :

**print**("Yes" )

**else**:

**print**("No")

# This code is contributed by

# Shubham Singh(SHUBHAMSINGH10)

**Output**

Yes

**Time Complexity:** O(N), As we are visiting every node once.

**Auxiliary space:** O(h), Here h is the height of the tree and the extra space is used due to the recursion call stack.

*From <*[*https://www.geeksforgeeks.org/subtree-given-sum-binary-tree/*](https://www.geeksforgeeks.org/subtree-given-sum-binary-tree/)*>*

**Succinct Encoding of Binary Tree**

* Difficulty Level : [Hard](https://www.geeksforgeeks.org/hard/)
* Last Updated : 22 Dec, 2022
* Read
* Discuss
* Courses
* Practice
* Video

A succinct encoding of Binary Tree takes close to minimum possible space. The number of structurally different binary trees on n nodes is [n’th Catalan number](https://www.geeksforgeeks.org/program-nth-catalan-number/). For large n, this is about 4n; thus we need at least about log2 4 n = 2n bits to encode it. A succinct binary tree therefore would occupy 2n+o(n) bits.

One simple representation which meets this bound is to visit the nodes of the tree in preorder, outputting “1” for an internal node and “0” for a leaf. If the tree contains data, we can simply simultaneously store it in a consecutive array in preorder.

Below is algorithm for encoding:

function EncodeSuccinct(node n, bitstring structure, array data) {  
 if n = nil then  
 append 0 to structure;  
 else  
 append 1 to structure;  
 append n.data to data;  
 EncodeSuccinct(n.left, structure, data);  
 EncodeSuccinct(n.right, structure, data);  
}

And below is algorithm for decoding

function DecodeSuccinct(bitstring structure, array data) {  
 remove first bit of structure and put it in b  
 if b = 1 then  
 create a new node n  
 remove first element of data and put it in n.data  
 n.left = DecodeSuccinct(structure, data)  
 n.right = DecodeSuccinct(structure, data)  
 return n  
 else  
 return nil  
}

**Example:**

Input:   
 10  
 / \  
 20 30  
 / \ \  
 40 50 70

Data Array (Contains preorder traversal)  
10 20 40 50 30 70

Structure Array  
1 1 1 0 0 1 0 0 1 0 1 0 0   
1 indicates data and 0 indicates NULL

Below is the implementation of above algorithms.

* C++
* Java
* Python3
* C#
* Javascript

# Python program to demonstrate Succinct Tree Encoding and Decoding

# Node structure

**class** Node:

    # Utility function to create new Node

**def** \_\_init\_\_(self , key):

        self.key **=** key

        self.left **=** None

        self.right **=** None

**def** EncodeSuccinct(root , struc , data):

    # If root is None , put 0 in structure array and return

**if** root **is** None :

        struc.append(0)

**return**

    # Else place 1 in structure array, key in 'data' array

    # and recur for left and right children

    struc.append(1)

    data.append(root.key)

    EncodeSuccinct(root.left , struc , data)

    EncodeSuccinct(root.right , struc ,data)

# Constructs tree from 'struc' and 'data'

**def** DecodeSuccinct(struc , data):

**if**(len(struc) <**=** 0):

**return** None

    # Remove one item from structure list

    b **=** struc[0]

    struc.pop(0)

    # If removed bit is 1

**if** b **==** 1:

        key **=** data[0]

        data.pop(0)

        #Create a tree node with removed data

        root **=** Node(key)

        #And recur to create left and right subtrees

        root.left **=** DecodeSuccinct(struc , data);

        root.right **=** DecodeSuccinct(struc , data);

**return** root

**return** None

**def** preorder(root):

**if** root **is not** None:

        print ("key: %d" **%**(root.key),end**=**" ")

**if** root.left **is not** None:

**print** ("| left child: %d" **%**(root.left.key),end**=**" ")

**if** root.right **is not** None:

**print** ("| right child %d" **%**(root.right.key),end**=**" ")

        print ()

        preorder(root.left)

        preorder(root.right)

# Driver Program

root **=** Node(10)

root.left **=** Node(20)

root.right **=** Node(30)

root.left.left **=** Node(40)

root.left.right **=** Node(50)

root.right.right **=** Node(70)

print ("Given Tree")

preorder(root)

struc **=** []

data **=** []

EncodeSuccinct(root , struc , data)

print ("\nEncoded Tree")

print ("Structure List")

**for** i **in** struc:

**print** (i ,end**=**" ")

**print** ("\nDataList")

**for** value **in** data:

    print (value,end**=**" ")

newroot **=** DecodeSuccinct(struc , data)

**print** ("\n\nPreorder Traversal of decoded tree")

preorder(newroot)

# This code is contributed by Nikhil Kumar Singh(nickzuck\_007)

**Output**

Given Tree  
key: 10 | left child: 20 | right child: 30  
key: 20 | left child: 40 | right child: 50  
key: 40  
key: 50  
key: 30 | right child: 70  
key: 70

Encoded Tree  
Structure List  
1 1 1 0 0 1 0 0 1 0 1 0 0   
Data List  
10 20 40 50 30 70

Preorder traversal of decoded tree  
key: 10 | left child: 20 | right child: 30  
key: 20 | left child: 40 | right child: 50  
key: 40  
key: 50  
key: 30 | right child: 70  
key: 70

**Time complexity: O(n)**

**Auxiliary** **space: O(n)**.

*From <*[*https://www.geeksforgeeks.org/succinct-encoding-of-binary-tree/*](https://www.geeksforgeeks.org/succinct-encoding-of-binary-tree/)*>*

**Write a program to Calculate Size of a tree | Recursion**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 14 Sep, 2022
* Read
* Discuss(100)
* Courses
* Practice
* Video

Size of a tree is the number of elements present in the tree. Size of the below tree is 5.

![Example Tree](data:image/gif;base64,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)

Size() function recursively calculates the size of a tree. It works as follows:

Size of a tree = Size of left subtree + 1 + Size of right subtree.

Recommended Problem

Size of Binary Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Solve Problem](https://practice.geeksforgeeks.org/problems/size-of-binary-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 44.4K

**Algorithm:**

size(tree)  
1. If tree is empty then return 0  
2. Else  
 (a) Get the size of left subtree recursively i.e., call   
 size( tree->left-subtree)  
 (a) Get the size of right subtree recursively i.e., call   
 size( tree->right-subtree)  
 (c) Calculate size of the tree as following:  
 tree\_size = size(left-subtree) + size(right-  
 subtree) + 1  
 (d) Return tree\_size

* C++
* C
* Java
* Python3
* C#
* Javascript

# Python Program to find the size of binary tree

# A binary tree node

**class** Node:

    # Constructor to create a new node

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** None

        self.right **=** None

# Computes the number of nodes in tree

**def** size(node):

**if** node **is** None:

**return** 0

**else**:

**return** (size(node.left)**+** 1 **+** size(node.right))

# Driver program to test above function

root **=** Node(1)

root.left **=** Node(2)

root.right **=** Node(3)

root.left.left  **=** Node(4)

root.left.right **=** Node(5)

print("Size of the tree is %d" **%**(size(root)))

# This code is contributed by Nikhil Kumar Singh(nickzuck\_007)

**Output:**

Size of the tree is 5

**Time Complexity:** O(N)

As every node is visited once.

**Auxiliary Space:**O(N)

*From <*[*https://www.geeksforgeeks.org/write-a-c-program-to-calculate-size-of-a-tree/*](https://www.geeksforgeeks.org/write-a-c-program-to-calculate-size-of-a-tree/)*>*

**Diameter of a Binary Tree**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 15 Sep, 2022
* Read
* Discuss(540+)
* Courses
* Practice
* Video

*The****diameter/width of a tree****is defined as the number of nodes on the longest path between two end nodes.*

*The diagram below shows two trees each with a diameter of nine, the leaves that form the ends of the longest path are shaded (note that there is more than one path in each tree of length nine, but no path longer than nine nodes).*
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Recommended Problem

Diameter of a Binary Tree

[Tree](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Tree&sortBy=submissions)

[Data Structures](https://practice.geeksforgeeks.org/explore?page=1&category%5b%5d=Data%20Structures&sortBy=submissions)

[Amazon](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Amazon&sortBy=submissions)

[Microsoft](https://practice.geeksforgeeks.org/explore?page=1&company%5b%5d=Microsoft&sortBy=submissions)

+1 more

[Solve Problem](https://practice.geeksforgeeks.org/problems/diameter-of-binary-tree/1?utm_source=gfg&utm_medium=article&utm_campaign=bottom_sticky_on_article)

Submission count: 2L

**Approach:** The diameter of a tree T is the largest of the following quantities:

* *the diameter of T’s left subtree.*
* *the diameter of T’s right subtree.*
* *the longest path between leaves that goes through the root of T (this can be computed from the heights of the subtrees of T)*

Below is the implementation of the above approach

* C++
* C
* Java
* Python3
* C#
* Javascript

# Python3 program to find the diameter of binary tree

# A binary tree node

**class** Node:

    # Constructor to create a new node

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** None

        self.right **=** None

# The function Compute the "height" of a tree. Height is the

# number of nodes along the longest path from the root node

# down to the farthest leaf node.

**def** height(node):

    # Base Case : Tree is empty

**if** node **is** None:

**return** 0

    # If tree is not empty then height = 1 + max of left

    # height and right heights

**return** 1 **+** max(height(node.left), height(node.right))

# Function to get the diameter of a binary tree

**def** diameter(root):

    # Base Case when tree is empty

**if** root **is** None:

**return** 0

    # Get the height of left and right sub-trees

    lheight **=** height(root.left)

    rheight **=** height(root.right)

    # Get the diameter of left and right sub-trees

    ldiameter **=** diameter(root.left)

    rdiameter **=** diameter(root.right)

    # Return max of the following tree:

    # 1) Diameter of left subtree

    # 2) Diameter of right subtree

    # 3) Height of left subtree + height of right subtree +1

**return** max(lheight **+** rheight **+** 1, max(ldiameter, rdiameter))

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    """

    Constructed binary tree is

                1

              /   \

            2      3

          /  \

        4     5

    """

    root **=** Node(1)

    root.left **=** Node(2)

    root.right **=** Node(3)

    root.left.left **=** Node(4)

    root.left.right **=** Node(5)

    # Function Call

**print**(diameter(root))

# This code is contributed by Nikhil Kumar Singh(nickzuck\_007)

**Output**

Diameter of the given binary tree is 4

**Time Complexity:** O(N2)

**Auxiliary Space**: O(N) for call stack

*From <*[*https://www.geeksforgeeks.org/diameter-of-a-binary-tree/*](https://www.geeksforgeeks.org/diameter-of-a-binary-tree/)*>*

**Get Level of a node in a Binary Tree**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 21 Nov, 2022
* Read
* Discuss(130+)
* Courses
* Practice
* Video

Given a Binary Tree and a key, write a function that returns level of the key.

For example, consider the following tree. If the input key is 3, then your function should return 1. If the input key is 4, then your function should return 3. And for key which is not present in key, then your function should return 0.
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The idea is to start from the root and level as 1. If the key matches with root’s data, return level. Else recursively call for left and right subtrees with level as level + 1.

* C++
* C
* Java
* Python3
* C#
* Javascript

# Python3 program to Get Level of a

# node in a Binary Tree

# Helper function that allocates a

# new node with the given data and

# None left and right pairs.

**class** newNode:

    # Constructor to create a new node

**def** \_\_init\_\_(self, data):

        self.data **=** data

        self.left **=** None

        self.right **=** None

# Helper function for getLevel(). It

# returns level of the data if data is

# present in tree, otherwise returns 0

**def** getLevelUtil(node, data, level):

**if** (node **==** None):

**return** 0

**if** (node.data **==** data):

**return** level

    downlevel **=** getLevelUtil(node.left,

                             data, level **+** 1)

**if** (downlevel !**=** 0):

**return** downlevel

    downlevel **=** getLevelUtil(node.right,

                             data, level **+** 1)

**return** downlevel

# Returns level of given data value

**def** getLevel(node, data):

**return** getLevelUtil(node, data, 1)

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    # Let us construct the Tree shown

    # in the above figure

    root **=** newNode(3)

    root.left **=** newNode(2)

    root.right **=** newNode(5)

    root.left.left **=** newNode(1)

    root.left.right **=** newNode(4)

**for** x **in** range(1, 6):

        level **=** getLevel(root, x)

**if** (level):

            print("Level of", x,

                  "is", getLevel(root, x))

**else**:

            print(x, "is not present in tree")

# This code is contributed by

# Shubham Singh(SHUBHAMSINGH10)

**Output**

Level of 1 is 3  
Level of 2 is 2  
Level of 3 is 1  
Level of 4 is 3  
Level of 5 is 2

**Time Complexity:** O(n) where n is the number of nodes in the given Binary Tree.

**Auxiliary Space:**O(n)

**Alternative Approach:**The given problem can be solved with the help of level order traversal of given binary tree.

* C++
* Java
* Python3
* C#
* Javascript

# Python3 program to print level in which X is present in

# binary tree

# A node structure

**class** Node:

    # A utility function to create a new node

**def** \_\_init\_\_(self, key):

        self.data **=** key

        self.left **=** None

        self.right **=** None

**def** printLevel(root, X):

    # Base Case

**if** root **is** None:

**return** 0

    # Create an empty queue

    # for level order traversal

    q **=** []

    #Create a var represent current level of tree

    currLevel **=** 1

    # Enqueue Root

    q.append(root)

**while**(len(q) > 0):

        size **=** len(q)

**for** i **in** range(size):

            node **=** q.pop(0)

**if**(node.data **==** X):

**return** currLevel

            # Enqueue left child

**if** node.left **is not** None:

                q.append(node.left)

            # Enqueue right child

**if** node.right **is not** None:

                q.append(node.right)

        currLevel **+=** 1

**return** 0

# Driver Program to test above function

root **=** Node(1)

root.left **=** Node(2)

root.right **=** Node(3)

root.left.left **=** Node(4)

root.left.right **=** Node(5)

root.right.left **=** Node(7)

root.right.right **=** Node(6)

**print**(printLevel(root, 6))

# This code is contributed by Abhijeet Kumar(abhijeet19403)

**Output**

3

**Time Complexity: O(n)** where n is the number of nodes in the binary tree.

**Auxiliary Space: O(n)** where n is the number of nodes in the binary tree.